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Abstract

Measuring the functional size of software was proposed by Albrecht, more than 20 years
ago, as a solution to the limitations of lines of code (SLOC) when quantifying the output of
the software engineering process. While this approach has been, and still is, successful
when applied to MIS type of software, it has not enjoyed the same success for measuring the
size of non MIS software, as demonstrated in publications from a number of authors in the
past 15 years. Three types of approach have been proposed in the literature to apply
Albrecht’s concepts to non MIS types of software. Although some of these approaches
offered interesting insights, none has gained sufficiently wide usage to be recognized as a
de facto standard.

Building on the strengths of previous work in this field, the Common Software
Measurement International Consortium (COSMIC) proposed a set of principles in 1998
onto which a new generation of functional size measurement methods could be built. The
COSMIC group then published version 2.0 of COSMIC-FFP, in 1999, an example of a
functional size measurement method built on those principles. Key concepts of its design
and of the structure of its measurement process are presented.

1. CONTEXT

With the advent of large scale software development in the mid-sixties, the software
engineering community recognized the need to better control the economic aspects of software
production and maintenance. One key aspect of this endeavor was to figure out a way of
quantifying software as the output of a complex process, in order to be able to better
understand and manage the multiple facets of its production. Source lines of code was the first
generally accepted measure for this purpose and was used extensively, as demonstrated by the
many estimation models that included this measure as a key parameter [1, 2].

As a measure of software size though, source code measure carries some inherent
limitations, and this was soon recognized by software engineering practitioners and
researchers [3]. Among the practitioners, Alan Albrecht was the first to propose, over 20 years
ago, a new way of quantifying software size, based on the users view of the software [4].
Albrecht’s method is still used today and provides useful results in many organizations, but it
also bears some limitations, which have been documented over the past 15 years.

The purpose of this paper is to summarize the evolution of the state of the art in the field of
software functional size measurement and to present an example of a new generation of
software functional size measure: the COSMIC-FFP measurement method.
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2. ORIGIN OF SOFTWARE FUNCTIONAL SIZE MEASUREMENT

Measuring the functional size of software was originally proposed in 1979 by Albrecht in a
communication [4] describing the results of an effort started in the mid-seventies in one IBM
business unit. The overall goal of the work described in Albrecht’s original paper was to
measure the productivity of software development, as viewed from an economic perspective.
The functional size of software was proposed as a generic measure of the “output” of the
development process which allows a comparison of projects in which software was developed
using different programming languages.

The lasting merit of Albrecht’s proposal was to offer a new approach for quantifying the
size of software. At a time when “software size” meant “lines of code” for the majority of
software engineering practitioners, many of whom wrestle with problems linked to variation in
size due to the use of different programming languages, Albrecht proposed a method of sizing
software which did not depend on the programming language used.

The overall approach described in Albrecht’s paper to achieve that goal was to select a
specific subset of 22 software projects, mostly MIS software, completed within this specific
organization. The measurement of the functional size of the software delivered by these
projects consisted of a weighted sum of “inputs”, “outputs”, “inquiries” and “master files”. The
weights assigned to these items “were determined by debate and trial” [4]. Some extra
adjustments (+/- 25%) were provided for “extra complicated” [4] items. In this communication
[4], Albrecht also offered a set of forms and rules to aid in calculating “function points”. Many
of the rules proposed originally were based on some aspects of the physical implementation of
software.

In 1984, the International Function Point Users Group (IFPUG) was formed to foster and
promote the evolution of the function point method. The group used Albrecht’s revised version
of the original method, using a fifth function type (“interface files”) and a set of weight tables.
Much work went into the subsequent releases of the method to include rules allowing an
interpretation of functionality increasingly independent of the particular physical
implementation of software. The contribution of IFPUG to the field of functional size
measurement has been the documentation of the measurement procedure, which enabled a
certain level of uniformity in the application of the method. The basic concepts and implicit
model of software, though, remained unchanged from what was proposed by Albrecht in 1984.

The approach proposed by Albrecht can also be characterized by its empirical nature. The
scope of the problem he tackled was, in his own words, defined by the clients of one service at
IBM, and the software he selected was governed by some specific criteria (described in [4]).

Although this approach proved quite useful for Albrecht at the time when he had to solve
this problem, it can hardly be postulated that this sample of software, developed between 1974
and early 1979, is representative of all software developed in the ‘80s and ‘90s. More
specifically, the weights assigned to software function types, those determined by “debate and
trial” along with the very nature of those function types, have been the object of much debate
during the past 20 years.
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3. ATTEMPTS AT IMPLEMENTING FUNCTION POINTS OUTSIDE
MIS

Albrecht’s approach was criticized by other practitioners when they tried to apply it for
measuring the functional size of other types of software, notably real-time software[3, 5, 6, 7].
This led some software engineering practitioners to try to improve this functional size method
so that it could be applied to non MIS software. In doing so, an issue must be considered:

a) does the method adequately capture the functional size of the type of software to which it is
applied ?

Given software to measure and a method to measure it, a measurement method will produce
a numerical figure. But this numerical figure has limited practical meaning without
investigating, at the same time, the answer to question a) above, because the meaning and
usefulness of this numerical figure lies in the answer provided to this question.

A review of the literature [8] shows that three different approaches have been used in trying
to use Albrecht’s work to measure non MIS software: a) status quo, b) attempts to approximate
the size, and c) addition of new function types. Examples of each are presented next.

3.1. Status quo

IFPUG: This approach assumes that Albrecht’s function point method is indeed applicable
“as is” to non MIS software. The assumption is that, when applied “as is” to non MIS software,
Albrecht’s method produces a numerical figure and that this figure adequately represents the
functional size of the non MIS software. It is the approach adopted by IFPUG; however many
practitioners [3, 5, 6, 7, 9, 10, 11, 12, 13, 14] have indicated that, in regard to question a)
above, “status quo” method applied “as is” to non MIS software does not adequately capture
the functional size of these software.

3.2. Approximating size

Application Features (1992): Mukhopadhyay and Kerke [7] proposed the concept of
Applications Features. They were not directly interested in redefining function point as a
measurement method, but were rather looking for a way to estimate functional size, in function
points, earlier in the development life cycle. Their goal was to apply the technique to process
control software in the manufacturing domain (a category of real-time software). This is
interesting because it identifies specific characteristics of a certain category of real-time
software which contribute to functional size and which are known very early in the
development life cycle. However, these characteristics (physical positioning and movement)
are specific to a specialized application domain and cannot be generalized across all types of
real-time software. Furthermore, since the authors have concentrated specifically on the
presentation and analysis of a functional size estimation model in their paper, the measurement
process itself is not covered. Detailed procedures and rules, to ensure precision and
consistency across time in the measurement of the three application features identified, are not
provided.
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3.3. Addition of new function types

Feature Points (1986): Feature Points were developed by Capers Jones in 1986 [3].
According to Jones, real-time software is high in algorithmic complexity but sparse in inputs
and outputs, and, when the function point method is applied to such software, the results
generated appear to be misleading. However, it was pointed out [5] that the definition of
algorithms, and the rules proposed in [3], are not sufficient for measurement purposes: “No
guidance is provided to identify algorithms at the desired level of abstraction.” [5].

Asset-R (1990): According to Reifer [6], Albrecht’s method failed to successfully handle
four important characteristics associated with real-time and scientific software: parallelism,
synchronization, concurrency and intensive mathematical calculation. New function types were
therefore introduced, according to the type of software measured. The weighting factors and the
adjustment factors proposed in Albrecht’s method were eliminated. However, there is a lack of
detailed definitions, measurement rules and examples for the new function types (modes,
stimulus/response relationships, rendezvous) and it is not clear how to measure it.

3D Function Points (1992): Whitmire [5] developed “3D Function Points” as a result of
a study investigating the use of function points in the measurement of scientific and real-time
software. According to this study, function point does not accurately measure this type of
software because it does not factor in all the problems and characteristics that contribute to the
size of the software. This criticism is based on the premise that all software has three
dimensions: data (stored data and user interfaces), functions (internal processing) and control
(dynamic behavior). According to this scheme, function point measures only one dimension: the
data dimension. Whitmire therefore proposed a set of function types for each of the dimensions
he identified and a mechanism to combine the points assigned into a single “3D FP index”.

Full Function Points, version 1.0 (1997): Based on a review of the literature [8, 15] and
using a formal research framework [16], Full Function Point was proposed in 1997 [17].
Version 1.0 of Full Function Points introduced six new function types and combined them with
the five already proposed by traditional function points to measure the functional size of MIS
software, real-time software or a combination of both types of software. These new function
types were defined based on an analysis of the strengths and weaknesses of previous attempts
at enhancing traditional function points [8].

Industrial usage of Full Function Points (version 1.0) revealed that the six new function
types alone were sufficient, in the opinion of software engineering practitioners, to adequately
measure the functional size of both MIS and real-time software [18]. The method was used in
various industrial contexts (telecomunication, automobile industry embedded software, system
software) in a number of organizations [8, 15, 18, 19, 20, 21, 22].

In 1998 version 1.0 of Full Function Points was recognized as a standard for measuring the
functional size of software by the International Software Benchmarking Standards Group
(ISBSG) and software projects measured with this method were therefore accepted and
included in the international benchmarking repository. The detailed rules of version 1.0 of Full
Function Points were documented and have been made available in the public domain [17].
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4. A NEW GENERATION OF FUNCTIONAL SIZE MEASURE

A group of experienced software measurers gathered, in 1998, to form the Common
Software Measurement International Consortium (COSMIC). This group aimed at designing
and bringing to market a new generation of software measurement methods. With the support of
industrial partners and tapping on the strengths of IFPUG, MarkII [23], NESMA [24] and
version 1.0 of Full Function Point methods, the group proposed some basic principles on
which a new generation of software functional size measurement method could be based [25,
26, 27]. These principles are summarized in section 4.1. In November of 1999, the group
published version 2.0 of COSMIC-FFP, a measurement method implementing these principles.
Overall, close to 40 people from 8 countries participated in the design of this measurement
method. Key aspects of the COSMIC-FFP measurement method are highlighted in sections 4.2
to 4.6

4.1. COSMIC principles

4.1.1. Allocation of functional user requirements

From the perspective proposed by COSMIC, software is part of a product or service
designed to satisfy functional user requirements. From this high-level perspective, functional
user requirements can be allocated to hardware, to software or to a combination of both.

The functional user requirements allocated to software are not necessarily allocated to a
single unit of software. Often these requirements are allocated to pieces of software operating
at different levels of abstraction and cooperating to supply the required functionality to the
product or service in which they are included. This is illustrated in Figure 1.

Figure 1 – Allocation of functional user requirements, adapted from [25]

In the context of the COSMIC-FFP measurement method, which is aimed at measuring the
functional size of software, only those functional user requirements allocated to software are
considered. For instance, as illustrated in Figure 2, the functional user requirements in this
example are allocated to three distinct pieces, each exchanging data with another through a
specific organization: one piece of the software lies at the application level and exchanges data
with the software’s users and with a second piece lying at the operating system level. In turn,
this second piece of the software exchanges data with a third piece lying at the device driver
level. This last piece then exchanges data directly with the hardware. The COSMIC-FFP
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measurement method associates each level with a specific layer. Each layer possesses an
intrinsic boundary for which specific users are identified. The functional size of the software
described through the functional user requirements is thus broken down into three pieces, each
piece receiving parts of the functional user requirements.

Figure 2 – Example of functional user requirement allocation to
different layers [28]

4.1.2. Representation of functional user requirements in software

The functional user requirements in the subset allocated to one or more software pieces are
represented by functional processes. Each functional user requirement is thus represented,
within the piece of software to which it has been allocated, by one or more functional
processes. In turn, each functional process is represented by sub-processes. A sub-process can
either be a data movement type or a data transform type. Version 2.0 of the COSMIC-FFP
measurement method recognizes only data movement type sub-processes. Further research is
deemed necessary to incorporate data transform sub-process types in the measurement method.
This approach is illustrated in Figure 3.

Figure 3 – COSMIC representation of functional user requirements
 within a piece of software [25]

4.2. COSMIC-FFP software model

A key aspect of the COSMIC-FFP measurement method is the explicit definition of the
attributes of software relevant to the measurement of its functional size and their arrangement
into a coherent, generic software model.
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The COSMIC-FFP measurement method defines an explicit model of software functionality,
derived from the functional user requirements. Based on this explicit model of functionality,
relevant functional attributes of software are identified. Their extent and limits are defined and
their generic interactions are described. Taken as a whole, these functional attributes form a
generic model of software offering a universal basis for measuring its functional size.
Furthermore, the COSMIC-FFP software model was designed to be compliant with the ISO-
14143 standard [29] for software functional size measurement. The model is illustrated in
Figure 4.

Figure 4 – COSMIC-FFP software model

Four types of data movement are defined within this model, and these form the basis for
defining the standard unit of functional size. The four types of data movement are defined in
Table 1 below.

4.3. COSMIC-FFP measurement system

Another key aspect of the COSMIC-FFP measurement method is the explicit definition of a
measurement system, including a measurement principle, base functional components, a
standard unit of measure and an aggregation function.

Measurement principle: based on the COSMIC-FFP software model, the method, through a
defined set of rules and procedures, produces a numerical figure the magnitude of which is
directly proportional to the functional size of this model. These rules are based on the principle
that the functional size of a piece of software is directly proportional to the number of its data-
moving sub-processes. By convention, this numerical figure is then extended to represent the
functional size of the software itself.

Two elements characterize the measurement rules and procedures: the base functional
components that constitute the arguments of the measurement function and the standard unit of
measurement, which is the yardstick defining one unit of functional size (one COSMIC
functional size unit or CFSU).
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Data
Movement
Type

Definition

ENTRY
An ENTRY (E) is a movement of the data attributes found in one data group from the user side
of the software boundary to the inside of the software boundary. An ENTRY (E) does not update
the data it moves. Functionally, an ENTRY sub-process brings data lying on the user’s side of
the software boundary within reach of the functional process to which it belongs. Note also that
in COSMIC FFP an entry is considered to include certain associated data manipulation
(validation) sub-processes.

EXIT
An EXIT (X) is a movement of the data attributes found in one data group from inside the
software boundary to the user side of the software boundary. An EXIT (X) does not read the
data it moves. Functionally, an EXIT sub-process sends data lying inside the functional process
to which it belongs (implicitly inside the software boundary) within reach of the user side of
the boundary. Note also that in COSMIC FFP an exit is considered to include certain associated
data manipulation sub-processes.

READ
A READ (R) refers to data attributes found in one data group. Functionally, a READ sub-
process brings data from storage, within reach of the functional process to which it belongs.
Note also that in COSMIC FFP a READ is considered to include certain associated data
manipulation sub-processes.

WRITE
A WRITE (W) refers to data attributes found in one data group. Functionally, a WRITE sub-
process sends data lying inside the functional process to which it belongs to storage. Note also
that in COSMIC FFP a WRITE is considered to include certain associated data manipulation
sub-processes.

Table 1 – Definition of COSMIC-FFP data movements [30]

Base functional components: version 2.0 of the COSMIC-FFP measurement method uses
only four base functional components: entry, exit, read and write. Data manipulation sub-
processes are not used as base functional components. The method assumes, as an acceptable
approximation for many types of software, that the functionality of this type of sub-process is
represented among the four types of sub-process defined earlier.

Standard unit of measurement: the standard unit of measurement, that is, 1 CFSU, is
defined by convention as equivalent to one single data movement at the sub-process level.
Another alternative, still being considered by the COSMIC group, is to define the standard unit
of measurement based on the number of data elements moved by a data movement type sub-
process. Such an alternative is included in the current work in progress.

Aggregation function: using the standard unit of measurement, base functional components
are thus assigned size units. The functional size of the base functional components can then be
combined to obtain the size of higher-level functional structures like functional processes or
layers. This is performed, using an aggregation function, by arithmetically adding together the
functional sizes of the constituent functional structures.

The measurement system proposed by the COSMIC-FFP measurement method offers a
scalable result, which means that the functional size figure can be constructed at the desired
level of abstraction.
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4.4. COSMIC-FFP measurement process

Another key aspect of the COSMIC-FFP measurement method is the definition of a generic,
two-phase, measurement process using the functional user requirements of the software to be
measured in input.

According to the ISO-14143 standard [29], a functional size measurement method is based
on the perspective provided by the functional user requirements of the software to be
measured. In practice though, “functional user requirements” do not often exist in a “pure”
form, as a stand-alone document. Therefore, very often, “functional user requirements”
constitute a relatively abstract view of the software which needs to be extracted from other
documents generated by the software engineering process.

Essentially, functional user requirements can be extracted from software engineering
documents which are produced before the software exists (typically from architecture and
design artifacts) or after the software has been created (typically from user documentation,
physical programs and storage structure layouts). This is illustrated in Figure 5.

Figure 5 – Extracting functional user requirements
for input to the COSMIC-FFP measurement process [30]

Thus, the functional size of software can be measured prior to its creation or after its
creation. The effort to extract the functional user requirements will obviously vary depending
on the quality of the documents used but, as long as the focus is placed on extracting the
functional user requirements, the functional size of software can be measured.

Furthermore, experience with other functional size measurement method have shown that
there are two distinct activities involved in measuring the functional size of software: a)
identify some base functional components within the software and b) assign size units to each
of these components. The COSMIC-FFP measurement method recognize this practice explicitly
by proposing a measurement process where the software to be measured is a) first mapped to
the generic software model (section 4.2) and b) a measurement function is subsequently
applied to this software model in order to generate a numerical figure representing the
functional size. This measurement process is illustrated in Figure 6.
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Figure 6 – COSMIC-FFP measurement process [30]

From the perspective of the measurement practitioners, the benefit of this approach lies in
the flexibility of organizing a measurement exercise where tasks can easily and clearly be
assigned to distinct individuals while retaining a common “interface” (the software model) that
guarantees the uniformity of the interpretation while allowing each individual involved to focus
their effort on a specific aspect of the process.

4.5. COSMIC-FFP Method vs. Procedure

Another key aspect of the COSMIC-FFP measurement method is the distinction made
between a measurement method and a measurement procedure. As defined by ISO [31], in
relation to metrology, a measurement method describes the concept and generic principles
pertaining to a measure while a measurement procedure describe how to apply the method in
specific instances.

This can be illustrated using temperature. A method for measuring temperature would define
what “temperature” is, what is the unit of measure and what principles are governing the
reading of temperatures. Based on this method, one can design a procedure to measure the
temperature of the human body for medical purpose and someone else can design a procedure
to measure the temperature of the lava inside a volcano. Obviously both procedures will be
quite different but both procedures will measure the same concept, namely temperature.

 Similarly, in the COSMIC-FFP measurement method, the concepts, the generic principles
and a unit to measure the functional size of software are described in detail in a measurement
manual which contains the measurement standards adopted by the COSMIC group. The method
is designed to be applicable to a wide range of software types, including MIS and real-time
software. A generic process, applicable to this range of software types is also described, but
the specifics of measuring one particular type of software are left to a specific measurement
procedure.

From the perspective of the measurement practitioners, the benefit of this approach lies in
the combination of the relative universality of the functional size unit and the specificity of a
tool (the procedure) adapted to the particular type of software to be measured. In addition, the
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standards have been put in the public domain and are available at
http://www.lrgl.uqam.ca/ffp.html.

4.6. COSMIC-FFP industrial field trials

Another key aspect of the COSMIC-FFP measurement method is the conduct of a formal
field trial period designed to demonstrate that it can withstand being scaled up to industrial
software from multiple and varied contexts.

Started at the end of 1999, a 12 months period has been allocated for conducting formal and
organized field trials of the COSMIC-FFP measurement method in a significant number of
organizations around the world. During this period, each participating organization receives
formal training on the application of the method. Furthermore, multiple software are selected
from each organization’s portfolio and their functional size is measured. These results, along
with some key data on effort and schedule involved in delivering each software is registered
and centralized for analysis. Once analyzed, a specific report is prepared for each participating
organization, offering: a) guidelines for applying the method based on this organization’s
software engineering standards, and b) some preliminary benchmarking information allowing
the organization to leverage its investment in the new data and put it to use immediately.

From the perspective of the participants in the field trials, the benefit of this approach lies in
the availability, at the end of the field trial period, of a database of historical data useful for
jumpstarting the implementation of the measurement method within their own organizations
while respecting the confidentiality of the sources,.

5. CONCLUSION

Albrecht proposed the function points method, more than 20 years ago, as a new way to
measure the size of software. His method was picked up by IFPUG in 1984 and promoted by
this organization without fundamental changes in the concepts. In the past 15 years, many
practitioners have found that Albrecht’s measurement method cannot be applied satisfactorily
to non MIS software. This led to the development of three types of approaches for measuring
the functional size of non MIS software: status quo, approximation of functional size and
addition of new function types.

In 1998, building on the strengths of previous methods, the COSMIC group identified the
principles on which the next generation of functional size measurement methods were to be
built. A year later, the group published COSMIC-FFP, a functional size measurement method
implementing these principles. Key aspects of this method were presented here and industrial
field trials are underway to demonstrate that it can withstand being scaled up to industrial
software environments in multiple and varied contexts.
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