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Abstract. The capability to accurately quantify the size of software developed 

with a Model-Driven Development (MDD) method is critical to software 

project managers for evaluating risks, developing project estimates, and having 

early project indicators. This paper presents a measurement procedure defined 

according to the last version of the ISO 19761 standard measurement method. 

The measurement procedure has been designed to measure the functional size 

of object-oriented applications generated from their conceptual models by 

means of model transformations. The measurement procedure is structured in 

three phases: the strategy phase, where the purpose of the measurement is 

defined; the mapping phase, where the elements of the conceptual model that 

contribute to the functional size are selected; and the measurement phase, where 

the functional size of the generated application is obtained.  

Keywords: Conceptual model, Object orientation, Functional size 

measurement, COSMIC, MDD. 

1   Introduction 

Models are abstractions of the reality that help to understand complex problems and 

their potential solutions [22]. Model-Driven Development (MDD) methods have been 

developed to take advantage of the benefits of the use of models: a simplified view of 

the problem (using concepts that are much less bound to the underlying implementation 

technology and are much closer to the problem domain); and an easy way to specify, 

understand, and maintain the model. Since MDD methods are focused on models and 

model transformations, these allow the achievement of the automatic generation of 

the final product. To do this, the models (conceptual models) must have enough 

semantic formalization to specify all the functionality of the final application and also 

to avoid different interpretations for the same model.  
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The adoption of MDD methods has presented new challenges, such as the need to 

accurately quantify the functional size of the generated products from their conceptual 

models. Since the functional size of applications is essential to apply estimation 

models, defect models, and budget models [17], it is very important to obtain the 

functional size of the applications so that the project leader generates indicators to 

facilitate the project management and to assure the quality of the final product.  

To measure the functional size of software applications, four measurement 

methods have been recognized as standards: IFPUG FPA [13], MK II FPA [14], 

NESMA FPA [15], and COSMIC FFP [12]. These methods have been illustrated in 

the measurement of the functional size of final applications. However, project leaders 

need indicators in the early stages of software development for a better management 

of MDD projects. For this reason, it is necessary to define how the measurement 

standards can be applied to the conceptual models that allow the generation of the 

final application. The specification of the way in which the measurement method 

must be applied to a phase of the development of a software application is named 

measurement procedure [9]. 

The COSMIC measurement method can be applied to any type of software and 

allows the measurement of multi-layer applications, in contrast to other functional 

size measurement methods (such as IFPUG FPA, NESMA FPA, and MK II FPA). 

For this reason, we have selected the COSMIC measurement method to specify a 

measurement procedure that can be applied to conceptual models. 

The objective of this work is to design a measurement procedure that allows the 

application of the COSMIC measurement method to conceptual models, which are 

used by a MDD method to generate a final application by means of model 

transformations. Thus, the project leader will have the accurate functional size 

available to calculate productivity indicators, the price to be charged to clients, the 

defects in the models, etc. 

The rest of the paper is organized as follows: Section 2 presents the phases and 

activities of the last version of the COSMIC measurement method and the 

measurement procedures based on COSMIC to measure conceptual models. Section 3 

presents the design of a measurement procedure that applies COSMIC to measure the 

functional size of final applications from their object-oriented conceptual models. 

Finally, Section 4 presents some conclusions and further work. 

2   Background and Related Works 

The ISO/IEC 14143-1 [11] standard defines functional size as the size of the software 

derived by quantifying the functional user requirements. This standard also defines a 

Functional Size Measurement (FSM) as the process of measuring the functional size. 

In addition, this standard defines a FSM method as the implementation of a FSM that 

is defined by a set of rules, which is defined in accordance with the mandatory 

features defined in the ISO/IEC 14143-1. 

The COSMIC measurement method was first recognized as a standard 

measurement method [12] because it fulfilled the characteristics defined in the 

ISO/IEC 14143-1 [10] and was verified with the ISO/IEC 14143-2 [11]. Later, the 



COSMIC measurement method was improved maintaining the concepts and the 

characteristics that allowed it to be recognized as a standard method. The last version 

of the COSMIC measurement method is version 3.0 [1], which is different from the 

previous version mainly because it has a new phase to define the measurement 

strategy and it changes the concepts of end-user viewpoint and developer viewpoint 

for a generic concept named functional user, which allows the measurement of each 

piece of software that makes up an application. Next, we describe in more detail this 

version of the COSMIC measurement method. 

2.1   The COSMIC Measurement Method 

The application of the COSMIC measurement method [1] includes three phases: the 

measurement strategy, the mapping of concepts, and the measurements of the 

identified concepts (see Figure 1). 

 

 
 

Fig. 1. Phases and activities in the COSMIC measurement method. 

 

In the measurement strategy phase, the purpose of the measurement exercise must 

be defined to explain why it is necessary to measure and what the measurement result 

will be used for. Next, the scope of the measurement must be defined in order to 

allow the set of user functional requirements that will be included in the measurement 

task to be selected. Then, the functional users of the application to be measured must 

be identified. The functional users are the types of users that send (or receive) data to 

(from) the functional processes of a piece of software. This phase also includes the 

identification of the boundary, which is a conceptual interface between the functional 



user and the piece of software that will be measured. Finally, the level of granularity 

of the description of a piece of software to be measured is identified.   

In the mapping phase, the functional processes must be identified (i.e., the 

elementary components of a set of functional user requirements). Every functional 

process is triggered by a data movement from the functional user, and the functional 

process is completed when it has executed all the data movements required for the 

triggering event. It should be kept in mind that a triggering event is an event that 

causes a functional user of the piece of software to initiate one or more functional 

processes. Next, the data groups must be identified. This is a set of data attributes that 

are distinct, non empty, non ordered, non redundant, and that participates in a 

functional process. Finally, the identification of the data attributes, which comprise 

the smallest part of information of a data group, is optional. 

In the measurement phase, the data movements (Entry, Exit, Read and Write) for 

every functional process must be identified. When all the data movements of the 

functional process are identified, the measurement function for the functional process 

must be applied. This is a mathematical function that assigns 1 CFP (Cosmic Function 

Point) to each data movement of the functional process. Then, after all the functional 

processes are measured, the measurement results are aggregated to obtain the 

functional size of the piece of software that has been measured. 

2.2   Related Works 

There are some approaches that apply COSMIC (in any of its versions) in order to 

estimate the functional size of future software applications from the conceptual model 

specifications [3] [5] [8] [16]. These proposals use scenarios, use case diagrams, 

sequence diagrams, and i* models to estimate the functional size. Therefore, these 

proposals estimate the functional size in conceptual models that not are used to 

generate the final application because these models do not have enough semantic 

expressiveness to specify all the functionality (for instance, in these models is not 

possible to specify the way in that the values of the attributes of a class change). 

Therefore, the functional size obtained by these proposals is not the accurate 

functional size of the final application. For this reason, the project leader can not use 

the functional size obtained to calculate indicators or use quality models (budget 

models, defect models, etc).  

To avoid these problems, other proposals have been designed to measure the 

functional size of conceptual models that have more expressiveness to specify the 

functionality of the final applications and that allow the automatic generation of the 

final applications from these models. This is the case of Diab’s proposal [7] and 

Poels’ proposal [20]. Diab’s proposal presents a measurement procedure to measure 

real time applications modelled with the ROOM language [23]. Diab’s proposal uses 

a kind of statechart diagrams to measure the functional size. Poels’ proposal presents 

a measurement procedure to object-oriented applications modelled with an event-

based method named MERODE [6]. Poels’ proposal allows the measurement of the 

functional size of Management Information Systems (MIS). The main disadvantage of 

both proposals is that the conceptual model does not allow the specification of all the 

functionality of the final application; for instance, that conceptual model does not 



allow the specification of the presentation of the application. Also, Poels’ proposal is 

restricted to a specific technology because it uses the AndroMDA tool to specify the 

presentation of the application and to generate the final application. In addition, both 

proposals were defined using an old version of the COSMIC measurement method, 

and, therefore, these proposals do not take into account the improvements made to the 

COSMIC measurement method, for instance, the capability to measure the functional 

size of a piece of software of the application depending on the functionality that needs 

other piece of software. 

None of the proposals for measurement procedures based on COSMIC allows the 

measurement of the accurately functional size of MIS applications in the conceptual 

model. Moreover, none of them take into account the improved version of COSMIC. 

The main limitation of the approaches presented above comes from the lack of 

expressiveness of the conceptual model that allows the generation of the final 

application. If the conceptual model has enough expressiveness to specify all the 

functionality of the final application, then a measurement procedure can accurately 

measure the functional size of the final application from its conceptual model. 

The OO-Method approach [18] is an object-oriented method that allows the 

automatic generation of final applications by means of model transformations. It 

provides the semantic formalization needed to define complete and unambiguous 

conceptual models, allowing the specification of all the functionality of the final 

application in the conceptual model. This method has been implemented in a tool [4] 

that allows the automatic generation of fully working applications. The applications 

generated can be desktop or web MIS applications and can be generated in several 

technologies (for instance, java, C#, visual basic, etc.). The measurement procedure 

presented in this paper is based on this MDD method. 

3   A FSM Procedure for Conceptual Models of an MDD Method 

The design of a measurement procedure is a key stage in the development of a 

measurement procedure because the objective of the measurement, the artifact that 

will be measured, the measurement rules, and the measurement strategy are defined in 

this stage. It is very important to correctly perform the design of a procedure of 

measurement (correctly abstracting the elements that will be measured), since, 

otherwise, the procedure may not measure what should be measured according to the 

specifications in the base measurement method selected.  It is also important to keep 

in mind the direct influence that the design of a measurement procedure has on the 

application of this procedure. For instance, if the design is incorrect, then the 

application of the procedure may be confused and erroneous measures may be 

obtained. 

Since design is very important, in this section of the paper we present the design of 

a measurement procedure. In the design, the last version of the COSMIC 

measurement method has been selected. Therefore, the measurement procedure has 

three phases: strategy, mapping, and measurement. Moreover, the measurement 

procedure has been designed in the context of the OO-Method conceptual model 

because this model has the expressivity necessary to specify all the functionality of 



the final application. The following present the phases and the activities of the 

COSMIC method instantiated with concepts of the OO-Method conceptual model. 

3.1   The Measurement Strategy Phase  

Initially, the purpose of the measurement must be determined. The scope and the 

granularity level are determined depending on the purpose. Finally, the functional 

users are identified.   

Purpose. The purpose of the measurement procedure has been defined in terms of a 

Goal-Question-Metric template [2]. Therefore, the purpose is: 

To define a measurement procedure  

with the purpose of applying the COSMIC measurement method to applications 

generated in an MDD environment 

with respect to its functional size  

from the point of view of the researcher 

in the context of the conceptual model of an MDD development process named OO-

Method. 

Scope. The scope of the measurement procedure is the conceptual model of the OO-

Method MDD technology. This conceptual model is comprised of four models: the 

object model, the dynamic model, the functional model, and the presentation model. 

The object model defines the structure and static relationships between the classes. 

The dynamic model defines the possible valid lives for the objects of a class and the 

interaction among objects. The functional model captures the semantics associated to 

object state changes, triggered by the occurrence of events. Finally, the presentation 

model allows the specification of the user interfaces in an abstract way. With all of 

these models, the conceptual model has all the details needed for the generation of the 

final application. The complete definition of the elements of the conceptual model of 

OO-Method is described in detail in [19]. 

Since the OO-Method software applications are generated according to a three-tier 

software architecture that is structured in a hierarchy, we distinguish three 

independent layers of the final application: the client layer, the server layer, and the 

database layer. Also, we distinguish three pieces of software that correspond to the 

parts of the application in each layer (see Figure 2).   

Granularity Level. Since the conceptual models need the functional requirements to 

be detailed and validated to generate the final application, the granularity level is low. 

Functional Users. The functional users in the final applications are: (1) the human 

users of the application, and (2) the pieces of software that interchange data between 

the layers of the application. The functional users are separated by a boundary from 

the pieces of software of the application. 

The functional users can be specified in the conceptual model by the role that the 

user has been assigned in order to execute the services of the application. In the OO-



Method approach, the different roles of the users are specified in the object model as 

agents of the services of classes that can execute. These users are functional users of 

the client piece of software of the application because they send (or receive) data to 

(from) this piece of software (see Figure 2). 

On the other hand, the functional users that correspond to the pieces of software of 

a three-tier application are the client piece of software and the server piece of 

software (see Figure 2). The client piece of software is a functional user of the server 

piece of software because it interchanges data with this piece of the application. The 

server piece of software is a functional user of the client piece and the database piece 

of software because it sends (or receives) data to (from) these pieces of software. 

 

 
 

Fig. 2. Functional users and scope of an OO-Method application. 

 

To avoid mistakes in the identification of the functional users and the boundaries 

of an OO-Method application, Table 1 shows three rules that have been defined to 

identify the functional users (Rule 1, 2, and 3) and one rule that has been defined to 

identify the boundaries (Rule 4). 

3.2   The Mapping Phase  

In this phase, the functional processes must be identified, and after that, the data 

groups and the data attributes must be identified.  

Functional Process. A functional process is a set of functionalities of the application 

that allows the achievement of a functional requirement. Generally, in the final 

application, the functional requirements are presented in groups of functionality that 

can be directly accessed from the graphical user interface (GUI), for instance, in the 

menu options. Since the MDD conceptual models can specify the presentation of the 

final application, the groups of functionality (or interaction units) that can be directly 

accessed in the GUI of the final application are considered to be a functional process 

(see Rule 5 in Table 1). 

It is important to note that all the functionalities that can be accessed or executed 

from the interaction units make up the functional process and not just the interaction 

unit that can be accessed directly from the menu of the application. Therefore, once 

all the elements that make up the interaction unit are identified, the functional process 

is correctly identified. 

The interaction units can be used to (1) show information to the user or (2) to 

execute services by the user. The interaction units that show information can show 

data of an object or data of a set of objects. To do this, these interaction units basically 

use presentation patterns to display information of the objects, to filter the objects, 



and to access other interaction units. On the other hand, the service interaction unit 

uses presentation patterns to enter the arguments of the service and to access other 

interaction units (for instance, to search for an object that corresponds to an argument 

of the service). To completely identify the elements that make up a functional process, 

the following rules must iteratively apply: 

Rule 5.a: Identify the display pattern, the filter pattern and the interaction units 

that can be accessed from the functional process as elements of the functional 

process. 

Rule 5.b: Identify the arguments and the interaction units that can be accessed 

from the functional process as elements of the functional process. 

With the rules described above, the functional processes can be identified several 

times if they are accessed from more than one access in the menu of the final 

application. Also, the interaction units that are elements of a functional process can be 

accessed by several components of the functional process. To avoid duplicity in the 

identification of the functional processes and the elements that compose it, the 

following rules have been defined: 

Rule 5.c: Drop the interaction units contained in a functional process when these 

interaction units also correspond to a functional process. 

Rule 5.b: Identify the interaction units contained in a functional process only once. 

Data Group. The data groups are the conceptual objects of an application. In object 

oriented applications, the data groups correspond to the classes of the object model. 

However, if the class participates in an inheritance hierarchy, one data group must be 

identified for the father of the hierarchy, and one data group must be identified for 

each child that has attributes different from its father. Rules 6, 7, and 8 of Table 1 

have been defined for the correct identification of the data groups. 

Attributes. The attributes correspond to the attributes of the classes specified in the 

object model, which have been identified as data groups (see Rule 9 of Table 1). 

Table 1.  Mapping Rules.  

COSMIC  OO-Method 

Functional 

User 

Rule 1: Identify 1 functional user for each agent in the OO-Method object model. 

Rule 2: Identify the client functional user for the server piece of software of an 

OO-Method application. 

Rule 3: Identify the server functional user for the client piece of software of an 

OO-Method application. 
Boundary Rule 4: Identify 1 boundary between a functional user and a piece of software of 

an OO-Method application. 

Functional 

Process 

Rule 5: Identify 1 functional process for each interaction unit that can be directly 

accessed in the menu of the OO-Method presentation model. 

Data 

Group 

Rule 6: Identify 1 data group for each class defined in the OO-Method object 

model, which does not participate in an inheritance hierarchy. 

Rule 7: Identify 1 data group for each parent class of an inheritance hierarchy 

defined in the OO-Method object model. 

Rule 8: Identify 1 data group for each child class of an inheritance hierarchy of the 

OO-Method object model, which has different attributes from its father. 



Attributes 

 

Rule 9: Identify the set attributes of the classes defined in the OO-Method object 

model. 

3.3   The Measurement Phase  

In this phase, the data movements of each functional process are identified. Then, a 

measurement function is applied, and the results are aggregated to obtain the 

functional size of each functional process. Finally, the functional sizes of the 

functional processes are aggregated to obtain the functional size of the piece of 

software that has been measured. 

Data Movements. Each functional process has two or more data movements. Each 

data movement moves a single data group. A data movement can be an Entry (E), an 

Exit (X), a Read (R), or a Write (W) data movement. 

An Entry data movement is a data movement that crosses the boundary from a 

functional user to a functional process. An Exit data movement is a data movement 

that crosses the boundary from a functional process to a functional user. A Read data 

movement is a data movement that crosses the boundary from the database to a 

functional process. Finally, a Write data movement is a data movement that crosses 

the boundary from a functional process to the database of the application. The data 

movements that can occur in an OO-Method application are shown in Figure 3. 

 

 
 

Fig. 3. Data movements that can occur in an OO-Method application. 

 

To identify the data movements that occur in an OO-Method application, 29 rules 

were defined. These rules are grouped by the conceptual elements of the model. Each 

rule considers the type of the data movement, the piece of software, and the element 

of the OO-Method conceptual model. 

In the identification of the functional processes, the smallest elements contained in 

the functional processes were identified as display patterns, filter patterns, and 

services. With the specification of these patterns in the conceptual model, it is 

possible to identify all the data movements that can occur in the final application. 

The display patterns must be identified in the presentation model of the 

application. The display patterns define the attributes of classes of the object model 

that will be shown to the users of the application (human functional users). Rules 10, 

11, 12, and 13 of Table 2 have been defined to identify the data movements of the 

display patterns of an application. 

The filter patterns must also be defined in the presentation model of the 

application. The filter patterns specify the data that will be shown to the user, if a 



formula calculated with certain input variables has a particular value. These input 

variables must be entered by the users of the application (human functional users), 

and the application retrieves a set of data that satisfies the filter formula calculated 

with the values of the input variables. The filter patterns are defined in the context of 

a class of the object model and can retrieve information about this class and the 

classes related by association with this class. Rules 14, 15, 16, 17, and 18 of Table 2 

have been defined to identify the data movements of the display patterns of an 

application. 

The services are defined in the classes of the object model. The services have a set 

of inbound arguments that allows the execution of the service itself. This execution 

can be changes in the values of the attributes of the class that contains the service, 

creation of associations between classes, execution of a set of services of a class, 

execution of a set of services of the model, etc. Therefore, the services defined in the 

OO-Method object model can be classified as event, transaction/operation, and global 

services. 

The events can be defined to change the value of the attributes of a class. To do 

this, the events use formulas called valuations (see Rules 19, 20, 21 of Table 2). Also, 

the events can be defined to create instances of a class or to destroy instances of a 

class by means of a property of the events. Finally, some events can be defined to 

create or destroy associations between classes (see Rule 21 of Table 2).  

The transactions and operations are defined in a class to group a set of services that 

must be sequentially executed. These services can belong to the class that contains the 

transaction or operation. These services can also belong to the classes associated with 

the class that contains the definition of the transaction or operation. The global 

services are defined in the OO-Method object model in order to group a set of 

services of different classes, which may or may not be associated. These kinds of 

services have been considered in Rule 22 of Table 2. 

The arguments of each service are defined in the object model, and a single default 

value for the arguments of the service can be specified. In addition, a formula can be 

specified to initialize the values of the arguments of a service. Occasionally, some 

arguments of a service can depend on the value of other arguments of the service. To 

represent this situation, dependency rules are used in the OO-Method conceptual 

model. To count the functionality related to the arguments of a service, Rules 23, 24, 

25, 26, 27, 28, 29 and 30 of Table 2 have been defined. 

Before the execution of a service, the preconditions of the service must be checked. 

If the preconditions are satisfied, it is possible to continue with the execution of the 

service. Otherwise, an error message is shown to the user of the application (human 

functional user). Rules 31, 32, and 33 of Table 2 have been defined to take into 

account the functionality of the preconditions of a service.  

On the other hand, after the execution of a service, the integrity constrains of the 

class that contains the service are checked. If the constraints are satisfied, the service 

ends its execution. If not, the service performs a rollback of the execution and shows a 

message to the user of the application (human functional user). Rules 34, 35, and 36 

of Table 2 have been defined to take into account the functionality of the integrity 

constraints of the class that contains the service. 

Finally, the conditions (guards) that must be fulfilled to execute a service that 

changes the state of an object (see Rule 37 of Table 2) and the conditions that must be 



fulfilled to trigger a service (see Rule 38 of Table 2) can be specified in the dynamic 

model. 

 
Table 2.  Rules to identify the data movements of an OO-Method application.  

 

Conceptual 

Element  

Rules 

Display 

Pattern 

Rule 10: Identify 1X data movement for the client piece of software for each 

display pattern in the interaction units that participate in a functional process. 

Rule 11: Identify 1E data movement for the client piece of software, and 1X and 

1R data movements for the server piece of software for each different class that 

contributes with attributes to the display pattern. 

Rule 12: Identify 1R data movement for the server piece of software for each 

different class that is used in the condition of the derivation formula of derivate 

attributes that appear in the display pattern. 

Rule 13: Identify 1R data movement for the server piece of software for each 

different class that is used in the effect of the derivation formula of derivate 

attributes that appear in the display pattern. 

Filter 

Pattern 

Rule 14: Identify 1E data movement and 1X data movement for the client piece of 

software, and 1E data movement for the server piece of software for the set of 

data-valued variables of the filter patterns (represented by the class that contains 

the filter) of the interaction units contained in a functional process. 

Rule 15: Identify 1E data movement and 1X data movement for the client piece of 

software, and 1E data movement for the server piece of software for each 

different object-valued variable of the filter patterns of the interaction units 

contained in a functional process. 

Rule 16: Identify 1R data movement for the server piece of software for each 

different class that is used in the filter formula of the filter patterns of the 

interaction units that participate in a functional process. 

Rule 17: Identify 1E data movement and 1X data movement for the client piece of 

software, and 1X data movement for the server piece of software for the set of 

data-valued variables with a default value of the filter patterns (represented by 

the class that contains the filter) of the interaction units contained in a functional 

process. 

Rule 18: Identify 1E data movement and 1X data movement for the client piece of 

software, and 1X data movement for the server piece of software for each 

different object-valued variable with default value of the filter patterns of the 

interaction units contained in a functional process. 

Service Rule 19: Identify 1R data movement for the server piece of software for each 

different class that is used in the condition of the valuation formula of events 

that participate in the interaction units contained in a functional process. 

Rule 20: Identify 1R data movement for the server piece of software for each 

different class that is used in the effect of the valuation formula of events that 

participate in the interaction units contained in a functional process. 

Rule 21: Identify 1W data movement for the server piece of software for each 

create event, destroy event, or event that has valuations (represented by the 

class that contains the service)  that participate in the interaction units contained in 

a functional process. 

Rule 22: Identify 1R data movement for the server piece of software for each 

different class that is used in the service formula of transactions, operations, or 

global services that participate in the interaction units contained in a functional 

process. 



Rule 23: Identify 1E data movement and 1X data movement for the client piece of 

software, and 1E data movement for the server piece of software for the set of 

data-valued arguments of the services (represented by the class that contains the 

service) that participate in the interaction units contained in a functional process. 

Rule 24: Identify 1E data movement and 1X data movement for the client piece of 

software, and 1E data movement for the server piece of software for each 

different object-valued argument of the services that participate in the 

interaction units contained in a functional process. 

Rule 25: Identify 1E data movement and 1X data movement for the client piece of 

software, and 1X data movement for the server piece of software for the set of 

data-valued arguments with a default value of the services (represented by the 

class that contains the service) that participate in the interaction units contained in 

a functional process. 

Rule 26: Identify 1E data movement and 1X data movement for the client piece of 

software, and 1X data movement for the server piece of software for each 

different object-valued argument with a default value of the services that 

participate in the interaction units contained in a functional process. 

Rule 27: Identify 1R data movement for the server piece of software for each 

different class that is used in the condition of the initialization formula of the 

arguments of the services that participate in the interaction units contained in a 

functional process. 

Rule 28: Identify 1R data movement for the server piece of software for each 

different class that is used in the initialization formula of the arguments of the 

services that participate in the interaction units contained in a functional process. 

Rule 29: Identify 1R data movement for the server piece of software for each 

different class that is used in the condition of the dependency formula of the 

services that participate in the interaction units contained in a functional process. 

Rule 30: Identify 1R data movement for the server piece of software for each 

different class that is used in the dependency formula of the services that 

participate in the interaction units contained in a functional process. 

Rule 31: Identify 1R data movement for the server piece of software for each 

different class that is used in the precondition formulas of the services that 

participate in the interaction units contained in a functional process. 

Rule 32: Identify 1X data movement for the client piece of software for all error 

messages of the precondition formulas of the services that participate in the 

interaction units contained in a functional process. 

Rule 33: Identify 1E data movement for the client piece of software, and 1X data 

movement and 1R data movement for the server piece of software for each 

different class used in the error messages of the precondition formulas of the 

services that participate in the interaction units contained in a functional process. 

Rule 34: Identify 1R data movement for the server piece of software for each 

different class that is used in the integrity constraint formulas of the class that 

contains each service that participates in the interaction units contained in a 

functional process. 

Rule 35: Identify 1X data movement for the client piece of software for all error 

messages of the integrity constraint formula of the class that contains each 

service that participates in the interaction units contained in a functional process. 

Rule 36: Identify 1E data movement for the client piece of software, and 1X data 

movement and 1R data movement for the server piece of software for each 

different class used in the error messages of the integrity constraint formula of 

the class that contains each service that participates in the interaction units 

contained in a functional process. 



Rule 37: Identify 1R data movement for the server piece of software for each 

different class that is used in the condition formula of a transition that changes 

the state of an object by means of a service that participates in the interaction units 

contained in a functional process. 

Rule 38: Identify 1R data movement for the server piece of software for each 

different class that is used in the trigger formula that triggers a service that 

participates in the interaction units contained in a functional process. 

Measurement Function. The measurement function assigns 1 CFP (Cosmic Function 

Point) to each data movement that occurs in a functional process of the application. 

Measurement Aggregation. Once the measurement function has been applied, the 

measures can be aggregated to obtain the functional size of each functional process of 

each piece of software of the application as well as the whole application. Since the 

functional size of each functional process corresponds to the addition of the data 

movements that occur in this functional process, the data movements are aggregated 

to obtain the functional size of each functional process. Using the same criteria it is 

possible to obtain the functional size of each piece of software. Therefore, the 

functional size of each piece of software corresponds to the addition of the data 

movements that occur in the functional processes that are contained in this piece of 

software. In the case of the functional size of the whole application, the same criteria 

have been used. Therefore, the functional size of the whole application corresponds to 

the addition of the data movements that occur in the functional processes that are 

contained in the pieces of software that are contained in the application. Table 3 

presents the rules defined to obtain the functional size. 

Table 3.  Rules to obtain the functional size of the functional processes, the pieces of software 

of the application, and the whole application.  

Conceptual 

Level  

Rules 

Functional 

Process 

Rule 39: Aggregate the CFP related to the data movements identified in the 

client piece of software of each functional process to obtain the functional size 

of that process. 

Rule 40: Aggregate the CFP related to the data movements identified in the 

server piece of software of each functional process to obtain the functional size 

of that process. 

Piece of 

Software 

Rule 41: Aggregate the CFP related to the data movements identified in the 

functional processes identified in the client piece of software to obtain the 

functional size of that piece of software. 

Rule 42: Aggregate the CFP related to the data movements identified in the 

functional processes identified in the server piece of software to obtain the 

functional size of that piece of software. 

Application  Rule 43: Aggregate the CFP related to the data movements identified in the 

functional process contained in the pieces of software identified in the 

application to obtain the functional size of the whole application. 

 



Finally, with the rules of the measurement procedure, it is possible to accurately 

measure the functional size of the OO-Method software applications that are 

generated from their conceptual models. The conformity of the rules that are defined 

in this measurement procedure with the COSMIC measurement method has been 

validated by experts. In addition, this measurement procedure has been applied to 

OO-Method case studies, and the results have been compared with the measures 

obtained by experts. In terms of theoretical validation, since the validation of 

COSMIC has been carried out successfully from the perspective of measurement 

theory in [5] using the DISTANCE framework [21], and since the measurement 

procedure has been designed on the basis of COSMIC, we can infer that the 

measurement procedure has also been theoretically validated. 

4  Conclusions and Further Work 

In this paper, we have presented a measurement procedure, which is an FSM 

procedure for applications that are generated from object-oriented conceptual models 

of an MDD method. This procedure was designed in accordance with the COSMIC 

measurement method, which facilitates the functional size measurement of multi-

layer applications (in contrast to traditional FSM methods).  

 The measurement procedure has been designed to obtain accurate measures of 

applications that have been generated from their conceptual models. It is important to 

note that it is possible to obtain the accurate functional size because all the 

functionality of the final application has been specified in the conceptual model, 

which is automatically transformed to the final application. In other cases (i.e., the 

conceptual model is not automatically transformed to the final application), it is only 

possible to obtain estimations of the functional size. Assuming that the conceptual 

model is of high quality (that is, the conceptual model is correct, complete, and 

without defects), the measurement procedure could be completely automated, 

providing measurement results in a few minutes using minimal resources. Obviously, 

if the conceptual model has incorrect information or missing information, the 

measures obtained will not be correct by any measurement procedure. 

This paper defines a set of mapping rules that allow the selection of the relevant 

conceptual elements of a specific MDD method called OO-Method to measure the 

functional size according to the COSMIC concepts. Moreover, a set of measurement 

rules has been defined to obtain the functional size at three levels: the functional 

process level, the piece of software level, and the whole application level. The 

mapping and measurement rules were defined in the context of OO-Method, but many 

conceptual constructs of the OO-Method conceptual model can be found in other 

object-oriented methods. For this reason, the measurement procedure could be 

generalized to other object-oriented MDD methods. 

The main limitation of the measurement procedure presented in this paper is the 

large amount of time required for the manual application of the procedure to models 

of real applications. We plan to develop a tool that automates the measurement 

procedure and to conduct empirical studies of the tool to ensure the accuracy of the 

measures. 
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